**Difference between JDK, JRE and JVM ?**
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**JDK** – **Java Development Kit** (in short JDK) is Kit which provides the environment to **develop and execute(run)** the Java program. JDK is a kit(or package) which includes two things

1. Development Tools(to provide an environment to develop your java programs)
2. JRE (to execute your java program).**Note :**JDK is only used by Java Developer

**JRE** - Java Runtime Environment (to say JRE) is an installation package which provides environment to only run(not develop) the java program(or application)onto your machine. JRE is only used by them who only wants to run the Java Programs i.e. end users of your system.

**JVM** – Java Virtual machine(JVM) is a very important part of both JDK and JRE because it is contained or inbuilt in both. Whatever Java program you run using JRE or JDK goes into JVM and JVM is responsible for executing the java program line by line hence it is also known as interpreter.

**What are the Major features of JDK7?**

* Binary Literals.
* Strings in switch Statement.
* Try with Resources or ARM (Automatic Resource Management)
* Multiple Exception Handling.
* Suppressed Exceptions.
* underscore in literals.
* Type Inference for Generic Instance Creation using Diamond Syntax.

**What are the Major features of JDK8?**

* forEach() method in Iterable interface.
* default and static methods in Interfaces.
* Functional Interfaces and Lambda Expressions.
* Java Stream API for Bulk Data Operations on Collections.
* Java Time API.
* Collection API improvements.
* Concurrency API improvements.
* Java IO improvements.

**Why Java is platform independent?**

Platform independent practically means “write once run anywhere”. Java is platform independent With the help of Jvm , because byte code can be executed at any platform.

**Explain what access modifiers can be used for methods?**

We can use all access modifiers public, private, protected and default for methods.
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**What is the scope of variables in Java in following cases?**

1. **Instance Variable:** The member variables must be declared inside class (outside any function). They can be directly accessed anywhere in class by creating an object. Initial values is assigned by default.
2. **Local Variables** (Method Level Scope): Variables declared inside a method have method level scope and can’t be accessed outside the method. No default variable for local variable, we need to assign before use.
3. **Static Variables:** A variable which is declared in the class level with static keyword and no need to create object to access that variables. Common properties of all objects are declared as static variable. For example college is common for all student objects.

***Code:***

Public class test {

**Static int *pincode*=609117**; //static Variable

**String name= "Manjula";** //Instance Variable

Public void pupAge() {

**int age = 10;** //Local Variable

age = age + 11;

System.*out*.println("Puppy age is : " + age);

}

Public static void main(String args[]) {

test t = new test();

t.pupAge();

System.*out*.println(t.name);

System.*out*.println(*pincode*);

}

}

**What is String?**

 A string is an object that represents a sequence of characters with in doublequots. java. lang. String class is used to create string object.

There are two ways to create a String object:

**By string literal**: Java String literal is created by using double quotes.  
For Example: String s=“Welcome”;

**By new keyword**: Java String is created by using a keyword “new”.  
For example: String s=new String (“Welcome”);    
It creates two objects (in String pool and in heap) and one reference variable where the variable‘s will refer to the object in the heap.

***Code:***

Public class test {

Public static void main(String args[]){

**String s1="Welcome"**;//creating string by java string literal

**String s2=new String("Welcome");**//creating java string by new keyword

System.*out*.println(s1);

System.*out*.println(s2);

}

}

**What is Java String Pool?**

 String pool is a memory which resides in the heap area of JVM which is specifically used to store objects in Java.

**Why String is Immutable?**

In java, **string** objects are **immutable**. **Immutable** simply **means** unmodifiable or unchangeable. Once **string** object is created its data or state can't be changed but a new **string** object is created.

class Testimmutablestring{

 public static void main(String args[]){

   String s="Manju";

**s.concat(" Manju");** //concat() method appends the string at the end

**System.out.println(s);** //will print Manju because strings are immutable objects

 }

}

**What is Stack Memory?**

* Stack in java is a section of memory which contains **methods, local variables,** and **reference variables.**
* Stack memory is always referenced in **Last-In-First-Out** order.

**Explain where variables are created in memory?**

* Variables are created in stack. So when the variable is out of scope those variables get garbage collected.

**What are the String Methods in java?**

1. length()
2. compareTo()
3. concat()
4. IsEmpty()
5. Trim()
6. toLowerCase()
7. toUpper()
8. replace()
9. contains()
10. equals()
11. equalsIgnoreCase()
12. toCharArray()
13. chatAt()
14. indexOf()
15. split()
16. substring()

**What is enhanced loop?**

Enhanced for loops are used to retrieve all elements from the beginning till ending automatically from an array or collection classes.

***Code:***

class AssignmentOperator {

publicstaticvoid main(String[] args) {

char[] vowels = {'a', 'e', 'i', 'o', 'u'};

**for (char item: vowels)** {

System.*out*.println(item);

}

}

}

**What is foreach in java?**

For-each is another array traversing technique

***Code:***

class AssignmentOperator {

publicstaticvoid main(String[] args) {

char[] vowels = {'a', 'e', 'i', 'o', 'u'};

**vowels.foreach (c2->system.out.println(c2))**

}

}

**Can we override constructors in java?**

Only methods can be overridden in java. Constructors can’t be inherited in java. So there is no constructors Overriding in java.

**Can we override static methods in java?**

* Static methods can’t be overridden.
* If we have a static method in super class and subclass with same signature then we don’t say that as overriding.
* The concept of over ridding is hiding the base class implementation

**What is jar?**

* Jar stands for java archive file and package file format typically used to aggregate many Java class files and associated metadata and resources (text, images, **etc**.) into one file for distribution.
* Jars are created by using Jar.exe tool. Jar files contains .class files, other resources used in our application and manifest file.

**What is Package?**

* Package name should be first line in source code . package name should be declared in small letters. package statement defines the namespace.
* A **java package** is a group of similar types of classes, interfaces and sub-packages.
* Package in java can be categorized in two form, built-in package and user-defined package.
* There are many built-in packages such as java, lang, awt, javax, swing, net, io, util, sql etc.

**Why java is not 100% Object-oriented?**

Java is not 100% Object-oriented because it makes use of eight primitive data types such as boolean, byte, char, int, float, double, long, short which are **not objects.**

**What are wrapper classes?**

These are known as wrapper classes because they “wrap” the primitive data type into an object of that class.

***Code:***

Public class WrappingUnwrapping {

Public static void main(String args[])

{

int b = 10; // int data type

//wrapping around Integer object

**Integer intobj = new Integer(b);** // char data type

}

}

**What is singleton class and how can we make a class singleton?**

* We can make constructor as private. So that We cannot create an object outside of the class. Singleton pattern helps us to keep only one instance of a class at any time.

***Code:***

package com.myjava.constructors;

public class **MySingleTon** {

private static MySingleTon *myObj*;

**private MySingleTon()**{

}

Public static MySingleTon getInstance(){

if(myObj == null){

myObj = new MySingleTon();

}

returnmyObj;

    }

Public void getSomeThing(){

System.out.println("I am here....");

Public static void main(String a[]){

MySingleTon st = MySingleTon.getInstance();

st.getSomeThing();

    }

}

**What are constructors in Java?**

* Special method in java.
* Same name as class name
* No return type
* It refers to a block of code which is used to initialize an object
* It invoke when we create an object

There are two types of constructors:

1. **Default constructor – constructor with no arguments**

class **Student3**{

int id;

String name;

Public **Student3()**{

System.out.println(“Constructor invoked when we create an object”);

}

public static void main(String args[]){

//creating objects

Student3 s1=new Student3();

}

}

**(2)Parameterized constructor – constructor with arguments**

***Code:***

class **Student4**{

    int id;

    String name;

    //creating a parameterized constructor

**Student4(int i,String n){**

    id = i;

    name = n;

    }

    public static void main(String args[]){

    //creating objects and passing values

    Student4 s1 = new Student4(111,"Karan");

       }

}

**Does constructor return any value?**

Yes, the constructor implicitly returns the current instance of the class

**Is constructor inherited?**

No, the constructor is not inherited.

**What is super in java?**

* The**super** keyword in java is a reference variable that is used to refer parent class objects.
* We cannot use super keyword inside the static block or method.
* Only public and protected methods can be called by the **super keyword**.

***Code:***

class Vehicle

{

    int maxSpeed = 120;

}

  class Car extends Vehicle

{

    int maxSpeed = 180;

    void display()

    {         System.out.println("Maximum Speed: " + **super**.maxSpeed);

    }

}

  class Test

{

    public static void main(String[] args)

    {

        Car small = new Car();

        small.display();

    }

}

**What is Lambda Expression?**

* It Enable to treat functionality as a method argument, or code as data.
* A function that can be created without belonging to any class.

**Syntax**:

(argument-list) -> {body}

Java lambda expression is consisted of three components.

**1) Argument-list:** It can be empty or non-empty as well.

**2) Arrow-token:** It is used to link arguments-list and body of expression.

**3) Body:** It contains expressions and statements for lambda expression.

**Code:**

interface Drawable{

public void draw();

}

public class LambdaExpressionExample2 {

public static void main(String[] args) {

int width=10;

//with lambda

Drawable d2**=()->{  System.out.println("Drawing "+width); };**

d2.draw();

}

}

**OOPs**

**List out benefits of object oriented programming language?**

* Easy maintenance
* Code reusability
* Code extendibility
* Reliable

**What is a class?**

* A class is blueprint or template for objects.
* Class consists variables, methods.
* A class tells what type of objects we are creating.

**What is an object?**

* An Object is instance of class.
* A class defines type of object.
* Every object contains state is called instantiation, initialization and behavior is called method.

**Define Inheritance?**

* Accessing properties of one class from another class.
* A new class derived from a base class.

**What are the types of inheritance?**

There are five types of inheritance in Java.

* Single-level inheritance
* Multi-level inheritance
* Multiple Inheritance
* Hierarchical Inheritance
* Hybrid Inheritance

**What is ‘IS-A‘relationship in java?**

(1) ‘Is a’ relationship is also known as inheritance.

(2) We can implement ‘is a’ relationship or inheritance in java using extends keyword

Ex: Motor cycle is a vehicle Car is a vehicle Both car and motorcycle extends vehicle.

***Code:***

class Employee{

 float salary=40000;

}

class **Programmer extends Employee**{

 int bonus=10000;

 public static void main(String args[]){

   Programmer p=new Programmer();

   System.out.println("Programmer salary is:"+p.salary);

   System.out.println("Bonus of Programmer is:"+p.bonus);

}

}

**What is ‘HAS A’’ relationship in java?**

* ‘Has a ‘relationship is also known as “composition or Aggregation”.
* Composition – loosely coupled( Car & Indicator)
* Aggregation – tightly coupled(Car & Engine)

1. Car has a Engine

***Code:***

public class Address {

String city ,state,country;

public Address(String city, String state, String country) {

    this.city = city;

    this.state = state;

    this.country = country;

}

}

public class Emp {

int id;

String name;

Address address;

public Emp(int id, String name,Address address) {

    this.id = id;

    this.name = name;

    this.address=address;

}

void display(){

System.out.println(id+" "+name);

System.out.println(address.city+" "+address.state+" "+address.country);

}

public static void main(String[] args) {

Address address1=new Address("gzb","UP","india");

Address address2=new Address("gno","UP","india");

Emp e=new Emp(111,"varun",address1);

Emp e2=new Emp(112,"arun",address2);

e.display();

e2.display();

}

}

**What is multiple inheritance? Is it supported by Java?**

* If a child class inherits the property from multiple classes is known as multiple inheritance. Java does not allow to extend multiple classes.
* The problem with multiple inheritance is that if multiple parent classes have a same method name, then at runtime it becomes difficult for the compiler to decide which method to execute from the child class.
* Therefore, Java doesn’t support multiple inheritance. The problem is commonly referred as Diamond Problem.

***Code:***

interface X

{

public void myMethod();

}

interface Y

{

public void myMethod();

}

class JavaExample implements X, Y

{

public void myMethod()

{

System.out.println("Implementing more than one interfaces");

}

public static void main(String args[]){

JavaExample obj = new JavaExample();

obj.myMethod();

}

}

**What is Polymorphism?**

One to many form that is, a method has more than one implementation.

**What are the types of polymorphism?**

There are two types of polymorphism:

1. Compile time polymorphism or Static binding or method overloading
2. Run time polymorphism or Dynamic binding or method overriding

**What is method overloading?**

1. It must have the same method name.
2. It must have the different arguments.
3. Different Parameters
4. Different types.

***Code:***

Public class test {

Static int **add(int a,int b)**{return a+b;} //changing no. of arguments

Static int **add(int a,int b,int c)**{return a+b+c;} // changing no. of arguments

Static int add1(int a, int b){return a+b;} //changing data type of arguments

Static double add1(double a, double b){return a+b;} //changing data type of arguments

}

class TestOverloading1{

public static void main(String[] args){

System.*out*.println(test.*add1*(12,198));

System.*out*.println(test.*add*(190,67,77));

System.*out*.println(test.*add1*(131,114));

System.*out*.println(test.*add1*(1111,1111));

}

}

**What is Method Overriding?**

In Method Overriding, sub class have the same method with same name and exactly the same number and type of parameters and same return type as a super class.

* Method Overriding is to “Change” existing behavior of method.
* It is a run time polymorphism.
* The implementation of based class method is hidden.

class Vehicle{

  //defining a method

**void run(){System.out.println("Vehicle is running");}**

}

//Creating a child class

class **Bike2 extends Vehicle**{

  //defining the same method as in the parent class

**void run(){System.out.println("Bike is running safely");}**

  public static void main(String args[]){

  Bike2 obj = new Bike2();//creating object

  obj.run();//calling method

  }

}

**Can you override a private or static method in Java?**

You cannot override a private or static method in Java. If you create a similar method with same return type and same method arguments in child class then it will hide the super class method.

### Can we override java main method?

No, because the main is a static method.

**Define Abstraction?**

Abstraction is a hiding the method implementation and showing only functionality to the user.

**What is the purpose of interface?**

1. variable and unimplemented methods.
2. variable considered as public ,static ,final.
3. methods are considered as abstract.

***Code:***

**interface** **MyInterface**

{

publicvoid method1();

publicvoid method2();

}

class Demo **implements MyInterface**

{

publicvoid method1()

{

System.*out*.println("implementation of method1");

}

publicvoid method2()

{

System.*out*.println("implementation of method2");

}

publicstaticvoid main(String arg[])

{

MyInterface obj = new Demo();

obj.method1();

}

}

**Explain features of interfaces in java?**

1. Interfaces cannot be instantiated.
2. We cannot declare static methods inside interface.
3. ‘implements’ keyword is used to implement interface.
4. Unlike class, interface can extend any number of interfaces.
5. We can define a class inside interface and the class acts like inner class to interface.

**What are the important features of Abstract class?**

The important features of abstract classes are:

1) Abstract classes cannot be instantiated.

2) An abstract classes contains abstract methods, concrete methods or both.

3) Any class which extends abstract class must override all methods of abstract class.

**Can we declare a class as Abstract without having any abstract method?**

* Yes we can create an abstract class by using abstract keyword before class name even if it doesn't have any abstract method.
* However, if a class has even one abstract method, it must be declared as abstract otherwise it will give an error.

**Define Encapsulation?**

Encapsulation is wrapping up of data under a single unit .Encapsulation is a data hiding and abstraction.

***Code:***

public class Encapsulate

{

    private String geekName;

    private int geekRoll;

    private int geekAge;

     public void setAge( int newAge)

    {

      geekAge = newAge;

    }

    public int getAge()

    {

      return geekAge;

    }

    public void setName(String newName)

    {

      geekName = newName;

    }

        public String getName()

    {

      return geekName;

    }

}

public class TestEncapsulation

{

    public static void main (String[] args)

    {

        Encapsulate obj = new Encapsulate();

        // setting values of the variables

        obj.setName("Harsh");

        obj.setAge(19);

        // Displaying values of the variables

        System.out.println("Geek's name: " + obj.getName());

        System.out.println("Geek's age: " + obj.getAge());

        // Direct access of geekRoll is not possible

        // due to encapsulation

        // System.out.println("Geek's roll: " + obj.geekName);

    }

}

**What is Enumeration?**

* Enumeration is a new feature from Java 5.0.
* Enumeration is set of named constants .
* We use enum keyword to declare enumeration.
* The values defined in enumeration are enum constants.
* Each enum constant declared inside a enum class is by default public, static and final.

**Example** **:** package java examples; public enum Days { SUN,MON,TUE,WED,THU,FRI,SAT; } SUN,MON,TUE,WED,THU,FRI,SAT are enum constants.

***Code:***

class EnumExample5{

**enum Day{ SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY};**

public static void main(String args[]){

**Day day=Day.MONDAY;**

switch(day){

case SUNDAY:

 System.out.println("sunday");

 break;

case MONDAY:

 System.out.println("monday");

 break;

default:

System.out.println("other day");

}

}}

**Thread**

* Subset of a process
* A thread is a lightweight subprocess, the smallest unit of processing. It is a separate path of execution.
* Threads are independent. If there occurs exception in one thread, it doesn't affect other threads. It uses a shared memory area

The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:

* New
* Runnable
* Running
* Non-Runnable (Blocked)
* Terminated

**Explain the life cycle of thread?**

A thread can be in any of the five states:

1. **New:** When the instance of thread is created it will be in New state. Ex: Thread t= new Thread(); In the above example t is in new state. The thread is created but not in active state to make it active we need to call start () method on it.
2. **Runnable state:** A thread can be in the runnable state in either of the following two ways: a) When the start method is invoked or b) A thread can also be in runnable state after coming back from blocked or sleeping or waiting state.
3. **Running state:** If thread scheduler allocates cpu time, then the thread will be in running state.
4. **Waited /Blocking/Sleeping state:** In this state the thread can be made temporarily inactive for a short period of time.

## **Java Thread Methods**

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Modifier and Type** | **Method** | **Description** |
| 1) | Void | [start()](https://www.javatpoint.com/java-thread-start-method) | It is used to start the execution of the thread. |
| 2) | Void | [run()](https://www.javatpoint.com/java-thread-run-method) | It is used to do an action for a thread. |
| 3) | static void | [sleep()](https://www.javatpoint.com/java-thread-sleep-method) | It sleeps a thread for the specified amount of time. |
| 4) | static Thread | [currentThread()](https://www.javatpoint.com/java-thread-currentthread-method) | It returns a reference to the currently executing thread object. |
| 5) | Void | [join()](https://www.javatpoint.com/java-thread-join-method) | It waits for a thread to die. |
| 6) | Int | [getPriority()](https://www.javatpoint.com/java-thread-getpriority-method) | It returns the priority of the thread. |
| 7) | Void | [setPriority()](https://www.javatpoint.com/java-thread-setpriority-method) | It changes the priority of the thread. |
| 8) | String | [getName()](https://www.javatpoint.com/java-thread-getname-method) | It returns the name of the thread. |
| 9) | Void | [setName()](https://www.javatpoint.com/java-thread-setname-method) | It changes the name of the thread. |
| 10) | Long | [getId()](https://www.javatpoint.com/java-thread-getid-method) | It returns the id of the thread. |
| 11) | Boolean | [isAlive()](https://www.javatpoint.com/java-thread-isalive-method) | It tests if the thread is alive. |
| 12) | static void | [yield()](https://www.javatpoint.com/java-thread-yield-method) | It causes the currently executing thread object to pause and allow other threads to execute temporarily. |
| 13) | Void | [suspend()](https://www.javatpoint.com/java-thread-suspend-method) | It is used to suspend the thread. |
| 14) | Void | [resume()](https://www.javatpoint.com/java-thread-resume-method) | It is used to resume the suspended thread. |
| 15) | Void | [stop()](https://www.javatpoint.com/java-thread-stop-method) | It is used to stop the thread. |
| 16) | Void | [destroy()](https://www.javatpoint.com/java-thread-destroy-method) | It is used to destroy the thread group and all of its subgroups. |
| 31) | Void | [notify()](https://www.javatpoint.com/java-thread-notify-method) | It is used to give the notification for only one thread which is waiting for a particular object. |
| 32) | Void | [notifyAll()](https://www.javatpoint.com/java-thread-notifyall-method) | It is used to give the notification to all waiting threads of a particular object. |
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**Possible combination of method in Thread**

* 1. wait() – notify(),notifyAll()
  2. Suspend() – resume()

**Difference between wait() and sleep()**

* The wait() method can only be called from Synchronized context
* The wait() method releases the lock on an object and gives others chance to execute.
* The sleep() method does not releases the lock of an object for specified time or until interrupt.

Whenever a new **Java thread** is created it has the same **priority** as the **thread** which created it.

**2 ways to create thread in Java**

1. Extending Thread class

class Multi extends **Thread**{

public void run(){

   System.out.println("thread is running...");

}

public static void main(String args[]){

**Multi t1=new Multi();**

**t1.start();**

 }

}

1. By implementing Runnable interface

class Multi3 implements **Runnable**{

public void run(){

System.out.println("thread is running...");

}

public static void main(String args[]){

**Multi3 m1=new Multi3();**

**Thread t1 =new Thread(m1);**

**t1.start();**

 }

}

**Thread priorities**

**Type 1:**

ThreadDemo t1 = new ThreadDemo();

        ThreadDemo t2 = new ThreadDemo();

        ThreadDemo t3 = new ThreadDemo();

        System.out.println("t1 thread priority : " +

                              t1.**getPriority**()); // Default 5

        System.out.println("t2 thread priority : " +

                              t2.**getPriority**()); // Default 5

        System.out.println("t3 thread priority : " +

                              t3.**getPriority**()); // Default 5

         t1.**setPriority**(2);

        t2.**setPriority**(5);

        t3.**setPriority**(8);

**Type 2:**

TestMultiPriority1 m1=new TestMultiPriority1();

TestMultiPriority1 m2=new TestMultiPriority1();

TestMultiPriority1 m3=new TestMultiPriority1();

m1.setPriority(Thread.**MIN\_PRIORITY**);

m2.setPriority(Thread.**MAX\_PRIORITY**);

m3.setPriority(Thread.**NORM\_PRIORITY**);

**Type 3:**

* All **Java threads** have a **priority** in the range 1-10.
* By default the main thread priority is 5.

ThreadDemo t1 = new ThreadDemo();

         ThreadDemo t2 = new ThreadDemo();

         ThreadDemo t3 = new ThreadDemo();

         System.out.println("t1 thread priority : " +

                              t1.getPriority()); // Default 5

         System.out.println("t2 thread priority : " +

                              t2.getPriority()); // Default 5

         System.out.println("t3 thread priority : " +

                              t3.getPriority()); // Default 5

**t1.setPriority(2);**

**t2.setPriority(5);**

**t3.setPriority(8);**

## **Multitasking**

## Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved in two ways:

## Process-based Multitasking (Multiprocessing)

## Thread-based Multitasking (Multithreading)

### 1) Process-based Multitasking (Multiprocessing)

### Each process has an address in memory. In other words, each process allocates a separate memory area.

### A process is heavyweight.

### Cost of communication between the process is high.

### Switching from one process to another requires some time for saving and loading registers, memory maps, updating lists, etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* A thread is lightweight.
* Cost of communication between the thread is low.

**Synchronization in Java**

Synchronization in java is the capability *to control the access of multiple threads to any shared resource*.

**Types of Synchronization**

* Process Synchronization
* Thread Synchronization

**Thread Synchronization**

1. Mutual Exclusive

* Synchronized method.
* Synchronized block

.

2. Cooperation (Inter-thread communication in java)

**Synchronized method**

class Table {

**synchronized public void printTable(int n)** {// method not synchronized

for (int i = 1; i <= 5; i++) {

System.out.println(n \* i);

try {

Thread.sleep(400);

} catch (Exception e) {

System.out.println(e);

}

}

}

}

class MyThread1 extends Thread{

Table t;

MyThread1(Table t){

this.t=t;

}

public void run(){

t.printTable(5);

}

}

public class Syncronzation {

public static void main(String[] args) {

Table obj = new Table();//only one object

MyThread1 t1=new MyThread1(obj);

MyThread1 t2=new MyThread1 (obj);

t1.start();

t2.start();

}

}

**Synchronized block**

class Table {

public void printTable(int n) {// method not synchronized

**synchronized(this)**{

for (int i = 1; i <= 5; i++) {

System.out.println(n \* i);

try {

Thread.sleep(400);

} catch (Exception e) {

System.out.println(e);

}

}

}

}

}

class MyThread1 extends Thread{

Table t;

MyThread1(Table t){

this.t=t;

}

public void run(){

t.printTable(5);

}

}

public class Syncronzation {

public static void main(String[] args) {

Table obj = new Table();//only one object

MyThread1 t1=new MyThread1(obj);

MyThread1 t2=new MyThread1 (obj);

t1.start();

t2.start();

}

}

**Can we restart a dead thread in java?**

If we try to restart a dead thread by using start method we will get run time exception since the thread is not alive.

**Can one thread block the other thread?**

No one thread cannot block the other thread in java. It can block the current thread that is running.

**Can we restart a thread already started in java?**

A thread can be started in java using start() method in java. If we call start method second time once it is started it will cause RunTimeException(IllegalThreadStateException). A runnable thread cannot be restarted.

**What happens if we don’t override run method ?**

If we don’t override run method .Then default implementation of Thread class run() method will be executed and hence the thread will never be in runnable state.

**Can we overload run() method in java?**

We can overload run method but Thread class start method will always cal run method with no arguments. But the overloaded method will not be called by start method we have to explicitly call this start() method.

**Assume a thread has lock on it, calling sleep() method on that thread will release the lock?**

Calling sleep () method on thread which has lock doesn’t affect. Lock will not be released though the thread sleeps for a specified amount of time.

**Can sleep () method causes another thread to sleep?**

No sleep () method causes current thread to sleep not any other thread.

**What are the benefits of multithreaded programming?**

Multithreading enables to use idle time of cpu to another thread which results in faster execution of program. In single threaded environment each task has to be completed before proceeding to next task making cpu idle.

**What is Exception?**

* Events that occur during the execution of programs that disrupt the normal flow of instructions (e.g. divide by zero, array access out of bound, etc.
* Because of bad input or human error

What is exception hierarchy in java?

* Throwable is a parent class of all Exception classes.
* There are two types of Exceptions: Checked exceptions(or) compile time exception and Unchecked Exceptions or RunTime Exceptions .

**What are the differences between Checked Exception and Unchecked Exception?**

**Checked Exception**

* The classes that extend Throwable class except RuntimeException and Error are known as checked exceptions.
* Checked exceptions are checked at compile-time.
* Example: IOException, SQLException etc.

**Unchecked Exception**

* The classes that extend RuntimeException are known as unchecked exceptions.
* Unchecked exceptions are not checked at compile-time.

**What is default Exception handling in java?**

When JVM detects exception causing code, it constructs a new exception handling object by including the following information.

1) Name of Exception

2) Description about the Exception

3) Location of Exception.

**What are user defined exceptions?**

* To create customized error messages we use userdefined exceptions.
* We can create user defined exceptions that extend Exception class or subclasses of checked exceptions. so that userdefined exception becomes checked.
* Userdefined exceptions can extend RuntimeException to create userdefined unchecked exceptions.

**How to create a custom Exception?**

To create you own exception extend the Exception class or any of its subclasses.

class New1Exception extends **Exception** { } // this will create Checked Exception

class NewException extends **NullPonterExcpetion** { } // this will create UnChecked exception

**What is difference between Error and Exception?**

**Error**:

* Bugin a **program,** irrecoverable condition occurring at run time**.** Such as OutOfMemory error.
* **errors** are abnormal conditions

**Exception**:

* Events that occur during the execution of programs that disrupt the normal flow of instructions (e.g. divide by zero, array access out of bound, etc. Because of bad input or human error

**How can you handle Java exceptions?**

There are five keywords used to handle exceptions in java:

* try
* catch
* finally
* throw
* throws

**The possible combination of exception handling**

* Try
* Try,catch
* Try,catch,finally
* Try,finally

**What purpose does the keywords final, finally, and finalize fulfill?**

**Final:** Final is used to apply restrictions on class, method and variable. Final class can’t be inherited, final method can’t be overridden and final variable value can’t be changed.

***Code:***

|  |
| --- |
| class Test  {      static final **int CAPACITY = 4;**        public static void main(String args[])      {          // re-assigning final variable  **// will throw compile-time error**  **CAPACITY = 5;**      }  } |

**Output:**

Compiler Error: cannot assign a value to final variable CAPACITY

**Finally**

Finally is used to place important code, it will be executed whether exception is handled or not. Let’s take a look at the example below to understand it better.

***Code:***

class TestFinallyBlock{

  public static void main(String args[]){

  try{

   int data=25/5;

   System.out.println(data);

  }

  catch(NullPointerException e){System.out.println(e);}

**finally{System.out.println("finally block is always executed");}**

  System.out.println("rest of the code...");

 }

}

**Finalize**

The java.lang.Object.finalize() is called by the garbage collector on an object when garbage collection determines that there are no more references to the object. A subclass overrides the finalize method to dispose of system resourcesor to perform other cleanup.

***Code:***

import java.util.\*;

publicclassObjectDemoextends GregorianCalendar {

publicstaticvoid main(String[] args) {

try {

ObjectDemo cal = new ObjectDemo();

// print current time

System.*out*.println("" + cal.getTime());

// finalize cal

**cal.finalize();**

System.*out*.println("Finalized.");

} catch (Throwable ex) {

ex.printStackTrace();

}

}

}

**What are the differences between throw and throws?**

|  |  |
| --- | --- |
| **throw keyword** | **throws keyword** |
| Throw is used to explicitly throw an exception. | Throws is used to declare an exception. |
| Checked exceptions cannot be propagated with throw only. | Checked exception can be propagated with throws. |
| Throw is followed by an instance. | Throws is followed by class. |
| Throw is used within the method. | Throws is used with the method signature. |
| You cannot throw multiple exception | You can declare multiple exception e.g. public void method()throws IOException,SQLException. |

**Explain throw keyword in java?**

The Java throw keyword is used to explicitly throw an exception.

* We can throw either checked or uncheked exception in java by throw keyword.
* The throw keyword is mainly used to throw custom exception.

**Code:**

class ThrowExcep

{

staticvoid fun()

{

try

{

**Throw new NullPointerException("demo");**

}

catch(NullPointerException e)

{

System.*out*.println("Caught inside fun().");

throw e; // rethrowing the exception

}

}

publicstaticvoid main(String args[])

{

try

{

*fun*();

}

catch(NullPointerException e)

{

System.*out*.println("Caught in main.");

}

}

}

**Output:**

Caught inside fun().

Caught in main.

**Can we write any code after throw statement?**

* After throw statement jvm stop execution and subsequent statements are not executed.
* If we try to write any statement after throw we do get compile time error saying unreachable code.

**Explain importance of throws keyword in java?**

* Now Checked Exception can be propagated (forwarded in call stack).
* It provides information to the caller of the method about the exception.

**Explain the importance of finally over return statement?**

* finally block is more important than return statement when both are present in a program.
* For example if there is any return statement present inside try or catch block , and finally block is also present first finally statement will be executed and then return statement will be considered

**Explain a situation where finally block will not be executed?**

Finally block will not be executed whenever jvm shutdowns. If we use system.exit(0) in try statement finally block if present will not be executed.

**Explain the importance of throwable class and its methods?**

Throwable class is the root class for Exceptions. All exceptions are derived from this throwable class. The two main subclasses of Throwable are Exception and Error. The three methods defined in throwable class are :

1. void printStackTrace() : This prints the exception information in the following format : Name of the exception, description followed by stack trace.
2. getMessage() This method prints only the description of Exception.
3. toString(): It prints the name and description of Exception.

**Collection**

**What is collection?**

* The **Collection in Java** is a framework that provides an architecture to store and manipulate the group of objects.
* All the operations that you perform on a data such as searching, sorting, insertion, manipulation, deletion, etc. can be achieved by Java Collections

**What are the benefits of Collections framework?**

* Improves program quality and speed
* Increases the chances of reusability of software
* Decreases programming effort

**What is Iterator and its uses?**

* Iterators are used in [Collection framework](https://www.geeksforgeeks.org/collections-in-java-2/) in Java to retrieve elements one by one. There are three iterators.
* By using Iterator, we can perform both read and remove operations.
* Iterator object can be created by calling iterator () method present in Collection interface.

**List Interface:**

* List interface is the child interface of Collection interface.
* List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack.

List <data-type> list1= new ArrayList();

List <data-type> list2 = new LinkedList();

List <data-type> list3 = new Vector();

List <data-type> list4 = new Stack();
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | ***Insertion Order*** | ***Duplicate*** | ***Null*** | ***Synchronized*** |
| ***Array List*** | ✔ | ✔ | ✔ | **×** |
| ***Linked list*** | ✔ | ✔ | ✔ | **×** |
| ***Vector list*** | ✔ | ✔ | ✔ | ✔ |
| ***HashSet*** | **×** | **×** | ✔ | **×** |
| ***Linked Hashset*** | ✔ | **×** | ✔ | **×** |
| ***Treeset*** | **×** | **×** | **×** | **×** |
| ***Hashmap*** | **×** | **×** | ✔ 1K-NV | **×** |
| ***Linked Hashmap*** | ✔ | × | ✔ 1K-NV | **×** |
| ***Treemap*** | × | **×** | **×** | **×** |

**ArrayList<String> list=new ArrayList<String>()**;//Creating arraylist

list.add("Ravi");//Adding object in arraylist

list.add("Vijay");

list.add("Ravi");

list.add("Ajay");

//Traversing list through Iterator

Iterator itr=list.iterator();

while(itr.hasNext()){

System.out.println(itr.next());

}

## **Set Interface**

1. Set<data-type> s1 = new HashSet<data-type>();
2. Set<data-type> s2 = new LinkedHashSet<data-type>();
3. Set<data-type> s3 = new TreeSet<data-type>();

**Set<String> set=new TreeSet<String>();**

set.add("Ravi");

set.add("Vijay");

set.add("Ravi");

set.add("Ajay");

Iterator itr=set.iterator();

while(itr.hasNext()){

System.out.println(itr.next());

}

}

Iterator itr=list.iterator();

while(itr.hasNext()){

System.out.println(itr.next());

}

**Vector**

***Code:***

import java.util.\*;

class Vector\_demo {

Public static void main(String[] args) {

// create default vector

**Vector v = new Vector();**

v.add(0, 1);

v.add(1, 2);

v.add(2, "geeks");

v.add(3, "forGeeks");

v.add(4, 3);

System.*out*.println("Vector is " + v);

}

}

**Define Linked List and its features with signature ?**

Linked list is used for storing a collection of objects that allows efficient addition and removal of elements in the middle of the collection.

**6 Methods in linked list?**

Important methods specific to LinkedList class:

1) public E getFirst() : getFirst() will returns the first element in the list.

2) public E getLast() : getLast() returns the last element in the list.

3) public E removeFirst() : removeFirst() method removes the first element in the list.

4) public E removeLast() : 40 removeLast() method removes the last element in the list.

5) public void addFirst(E e) Inserts the element at beginning of the list.

6) public void addLast(E e) : Inserts the element at end of the list.

***Code:***

import java.util.LinkedList;

import java.util.List;

public class LinkedListGenericsDemo

{

public static void main(String[] args)

{

List<String> names = new LinkedList<>();

names.add("Rams");

names.add("Posa");

names.add("Chinni");

// We cannot add other than Strings

// names.add(2011);

System.out.println("LinkedList content: " + names);

System.out.println("LinkedList size: " + names.size());

}

}

**Map interface in java?**

A map is an association of key-value pairs. Both keys and values in map are objects. Features of map: 1) Maps cannot have duplicate keys but can have duplicate value objects.

***Code:***

import java.util.\*;

class HashMapDemo

{

   public static void main(String args[])

   {

**Map< String,Integer> hm =**

**new HashMap< String,Integer>();**

       hm.put("a", new Integer(100));

       hm.put("b", new Integer(200));

       hm.put("c", new Integer(300));

       hm.put("d", new Integer(400));

       // Returns Set view

       Set< Map.Entry< String,Integer>> st = hm.entrySet();

       for (Map.Entry< String,Integer> me:st)

       {

           System.out.print(me.getKey()+":");

           System.out.println(me.getValue());

       }

   }

}

**What is SortedMap interface?**

SortedMap extends Map interface.Sorted Map maintains sorted order of keys in a map. By default sorted map maintains natural ordering if we want custom order we can specify using comparator. public interface SortedMap extends Map { }

***Code:***

import java.util.Iterator;

import java.util.Map;

import java.util.Set;

import java.util.SortedMap;

import java.util.TreeMap;

publicclassSortedMapExample

{

publicstaticvoid main(String[] args)

{

**SortedMap<Integer, String> sm =**

**new TreeMap<Integer, String>();**

sm.put(new Integer(2), "practice");

sm.put(new Integer(3), "quiz");

sm.put(new Integer(5), "code");

sm.put(new Integer(4), "contribute");

sm.put(new Integer(1), "geeksforgeeks");

Set s = sm.entrySet();

// Using iterator in SortedMap

Iterator i = s.iterator();

// Traversing map. Note that the traversal

// produced sorted (by keys) output .

while (i.hasNext())

{

Map.Entry m = (Map.Entry)i.next();

int key = (Integer)m.getKey();

String value = (String)m.getValue();

System.*out*.println("Key : " + key +

" value : " + value);

}

}

}

**What is Hashtable and explain features of Hashtable?**

* Hashtable was available before collection framework.
* Hashtable offers a convenient way of storing key/ value pairs.
* Hashtable does not allow nulls either keys or values.
* Hashtable is synchronized.

***Code:***

import java.util.\*;

class hashTabledemo

{

    public static void main(String[] arg)

    {

          //creating a hash table

**Hashtable h = new Hashtable();**

**Hashtable h1 = new Hashtable();**

        h.put(3, "Geeks");

        h.put(2, "forGeeks");

        h.put(1, "isBest");

        // create a clone or shallow copy of hash table h

        h1 = (Hashtable)h.clone();

        // checking clone h1

        System.out.println("values in clone: " + h1);

        // clear hash table h

        h.clear();

        // checking hash table h

        System.out.println("after clearing: " + h);

      }

}

**Difference between Collection and Collections in java?**

**collection**: represent group of objects where objects are stored. This is one of the core interface which provides basic functionality for collection.

**Collections**: Collections contains some utility static methods that operate on collections.

**Difference between HashMap and Hashtable?**

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| HashMap is not synchronized. | Hashtable is synchronized. |
| Nulls HashMap allows atmost one null key and any number of null values. | Hashtable does not allow null values. |
| Performance Since HashMap is not synchronized its performance is faster than Hashtable. | Performance is slower when compared to HashMap. Introduction HashMap introduced starting from Hashtable is even before collection |

**Difference between arraylist and linkedlist?**

|  |  |  |
| --- | --- | --- |
| **Difference** | **Arraylist** | **LinkedList** |
| Access | Implements RandomAccess interface we can search randomly all the elements in the list. | It extends Abstract sequential List interface which provides sequential access to elements. |
| Searching and retrieval of elements | Searching and retrieval of elements is fast since arraylist provides random access | Searching and retrieval of elements is slow because of sequential access to elements. |
| Addition and removal of elements | Adding and removal of elements in random positions is slow.For example if we want to add element to middle of the list we have to move the elements in the list and then we need to insert the element. Similarly for removing the element we need to follow the same thing. | Adding and removal of elements in random positions is fast because there is no need of resizing the array just by updating the node structures with new addresses |